![](data:image/png;base64,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)
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# INTRODUCTION:

This assignment aims to apply text classification techniques based on term frequency analysis.

# Background:

The frequency of a certain term in a document, also known as Term Frequency (TF), is an integral measurement for classifying documents. Machine learning algorithms can use TF to determine the significance of words and their impact on the content of a document. This insight helps classifiers distinguish between different types of documents by identifying unique patterns in key terms, resulting in precise and efficient categorization. Essentially, TF acts as an essential element supporting text analysis; it assists algorithms with comprehending textual data so that they can accurately classify them accordingly.

# Methodology:

## PDF to Text Conversion:

If the document is in PDF format, convert it to text using the `pdf\_to\_txt\_converter` function. This function reads the PDF file, extracts the text, and returns it as a string.

## Vectorization:

Convert the text data into numerical vectors using the `TfidfVectorizer` from the `sklearn` library. This creates a term frequency-inverse document frequency (TF-IDF) matrix, where each row represents a document and each column represents a term.

## **Logarithmic** Scaling:

Apply logarithmic scaling to the term frequency matrix to normalize the data and reduce the impact of very frequent terms. This is done using the `numpy` library's `log1p` function, which calculates `log(1 + x)` for each element `x` in the matrix.

## Cosine Similarity Calculation:

For a new document, calculate the cosine similarity between the new document and each existing document using the `compute\_cosine\_similarity` function. This function transforms the new document into a vector, applies logarithmic scaling, and then computes the cosine similarity.

## Classification:

Based on the cosine similarities, classify the new document. This could be done by assigning the label of the most similar existing document, or by taking the average similarity for each label and assigning the label with the highest average.

This methodology allows you to classify a new document based on its similarity to a set of existing documents. The cosine similarity is a measure of the cosine of the angle between two vectors, and it ranges from -1 (completely dissimilar) to 1 (completely similar).

# Dataset Explanation:

The pdfs used for this assignment were downloaded from the following resources

1. Natural Language Processing (NLP) downloaded from arxiv.org (search keyword ‘Natural Language Processing’
2. Medical Research downloaded from nih.gov (search keywords, heart disease, lung disease)
3. Deep Learning downloaded from arxiv.org (search keywords, CNN, LSTM)
4. Machine Learning downloaded from arxiv.org (search keywords Decision Trees, SVM )
5. Astrophysics downloaded from arxiv.org (no specific keyword)

10 of each pdfs were downloaded and placed inside folders of the same name

* 1. NLP
  2. Med
  3. DL
  4. ML
  5. Asp

# Code Working

## PDF Extraction

This Python script is designed to extract text from all PDF files located in a specified directory and its subdirectories. It uses the `os` and `pdfminer.high\_level` libraries to navigate the directory structure and extract text from the PDF files, respectively. For each PDF file, the script extracts the text and writes it to a new .txt file in the same directory. The .txt file is named according to the order in which the PDF files are processed. The script is initiated by calling the `extract\_text\_from\_pdfs` function with the path to the root directory as an argument

import os

from pdfminer.high\_level import extract\_text

def extract\_text\_from\_pdfs(root\_folder):

    # Iterate over all subdirectories in the root folder

    for subdir, dirs, files in os.walk(root\_folder):

        pdf\_files = [f for f in files if f.endswith('.pdf')]

        # Iterate over all PDF files in the subdirectory

        for i, pdf\_file in enumerate(pdf\_files, start=1):

            pdf\_path = os.path.join(subdir, pdf\_file)

            # Extract text from the PDF file

            text = extract\_text(pdf\_path)

            # Save the text to a new .txt file in the same subdirectory

            txt\_file = os.path.join(subdir, f'{i}.txt')

            with open(txt\_file, 'w') as f:

                f.write(text)

# Call the function with the path to your root folder

extract\_text\_from\_pdfs('C:\\Users\\Dell\\Desktop\\NLP Assignment 3\\')

## Term- Document Matrix Generation:

This Python script is designed to create a document-term matrix from all text files in a specified directory and its subdirectories. It uses the `os` and `pandas` libraries for file handling and data manipulation, and `CountVectorizer` from `sklearn.feature\_extraction.text` for text vectorization. For each text file, the script appends the full file path and the name of the subdirectory (used as the label) to separate lists. It then creates a document-term matrix from the text files, converts the matrix to a pandas DataFrame, and adds the labels as a new column. The function is called with the path to the root directory as an argument, and the resulting DataFrame is stored in `df`. Finally, the script applies the `log1p` function from the `numpy` library to each element in the DataFrame (excluding the 'label' column), which calculates `log(1 + x)` for each element `x`. This is a way of applying logarithmic scaling to the term frequencies. The result is stored in `df\_log`.

import os

import pandas as pd

from sklearn.feature\_extraction.text import CountVectorizer

from pdfminer.high\_level import extract\_text

vectorizer = CountVectorizer(input='filename')

def create\_document\_term\_matrix\_with\_labels(root\_folder):

    # Collect all .txt files in all subdirectories

    txt\_files = []

    labels = []

    for subdir, dirs, files in os.walk(root\_folder):

        for f in files:

            if f.endswith('.txt'):

                txt\_files.append(os.path.join(subdir, f))

                labels.append(os.path.basename(subdir))  # Use the subfolder name as the label

    # Create a document-term matrix

    dtm = vectorizer.fit\_transform(txt\_files)

    # Convert the matrix to a pandas DataFrame

    df = pd.DataFrame(dtm.toarray(), columns=vectorizer.get\_feature\_names\_out(), index=['Doc'+str(i+1) for i in range(dtm.shape[0])])

    # Add the labels to the DataFrame

    df['label'] = labels

    return df

df = create\_document\_term\_matrix\_with\_labels('C:\\Users\\Dell\\Desktop\\NLP Assignment 3\\')

df\_log = np.log1p(df.drop('label', axis=1))

after execution we can see the size of our df\_log dataframe.

(50, 27983)

This show each of the 50 document (1 document per row) and 27983 terms or the vocabulary of the whole corpus.

## Document Classification:

This Python script contains two functions: `pdf\_to\_txt\_converter` and `compute\_cosine\_similarity`. The `pdf\_to\_txt\_converter` function takes a path to a PDF document, extracts the text from the document using the `extract\_text` function from the `pdfminer.high\_level` library, and writes the extracted text to a new .txt file in the same directory. The `compute\_cosine\_similarity` function takes a path to a new document (either a .txt or .pdf file). If the document is a PDF, it converts it to a .txt file using the `pdf\_to\_txt\_converter` function. It then transforms the document into a vector using a pre-existing `CountVectorizer` instance, applies logarithmic scaling to the vector, and computes the cosine similarity between this vector and each document in a pre-existing document-term matrix (`df\_log`). The function returns a list of cosine similarities. The script ends by calling `compute\_cosine\_similarity` with a path to a PDF document and storing the returned list of cosine similarities in `x`.

def pdf\_to\_txt\_converter(doc\_path):

    text = extract\_text(doc\_path)

    txt\_path = os.path.splitext(doc\_path)[0] + '.txt'

    # Save the text to a new .txt file in the same subdirectory

    with open(txt\_path, 'w') as f:

        f.write(text)

    return None

def compute\_cosine\_similarity(new\_doc):

    if new\_doc.endswith('.pdf'):

        pdf\_to\_txt\_converter(new\_doc)

        new\_doc = os.path.splitext(new\_doc)[0] + '.txt'

    from sklearn.metrics.pairwise import cosine\_similarity

    new\_doc\_vector = vectorizer.transform([new\_doc])

    new\_doc\_row = pd.Series(new\_doc\_vector.toarray().flatten(), index=vectorizer.get\_feature\_names\_out())

    new\_doc\_list = new\_doc\_row.drop('label').tolist()

    new\_doc\_list = np.log1p(new\_doc\_list)

    similarities = []

    for i in range(df\_log.shape[0]):

        row = df\_log.loc['Doc'+str(i+1)].tolist()

        sim = cosine\_similarity(np.array(new\_doc\_list).reshape(1, -1), np.array(row).reshape(1, -1))

        similarities.append(sim[0][0])

    return similarities

#pdf\_to\_txt\_converter('C:\\Users\\Dell\\Desktop\\NLP Assignment 3\\2312.16724.pdf')

x = compute\_cosine\_similarity(('C:\\Users\\Dell\\Desktop\\NLP Assignment 3\\2312.16724.pdf'))

we get ‘x’ a list if size 50, with each element as the cosine similarity of the given document with the document in the df\_log.

## Classification using Cosine Similarity:

This Python script performs a series of operations on a list `x`. First, it divides `x` into sublists of length 10 using list comprehension, with any remaining elements at the end forming a sublist of length less than 10. It then computes the mean of each sublist and stores these averages in a new list. The script defines a list of labels, presumably corresponding to the sublists. It then finds the index of the maximum average and uses this index to select the corresponding label from the list of labels. Finally, it prints this label. The purpose of this script could be to categorize a larger dataset (represented by `x`) into smaller groups and label each group based on its average value.

sublists = [x[i:i+10] for i in range(0, len(x), 10)]

averages = [np.mean(sublist) for sublist in sublists]

labels = ['Asp','DL', 'Med', 'ML', 'NLP']

label = labels[np.argmax(averages)]

print(label)

We can see tat the given document is actually based on CNN’s which was included in the DL class while searching for the DL class. Which shows that the classification works correctly.

# Conclusion

The document classifier is implemented as per prequirement.